![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8vAwAI+AL8ldyzEQAAAABJRU5ErkJggg==)

**Software Requirements**

**Specification**

**for**

**<HostelHub>**

**Version 1.0 approved**

**Prepared by <Kashif, Fabiha, Usama>**

**<FAST-NUCES>**

**<10-05-2023>**

***Copyright © 1999 by Karl E. Wiegers. Permission is granted to use, modify, and distribute this document.***

# Table of Contents

[**Table of Contents ii**](#_gjdgxs)

[**Revision History ii**](#_30j0zll)

1. [**Introduction 1**](#_1fob9te)
   1. [Purpose 1](#_3znysh7)
   2. [Document Conventions 1](#_2et92p0)
   3. [Intended Audience and Reading Suggestions 1](#_tyjcwt)
   4. [Product Scope 1](#_3dy6vkm)
   5. [References 1](#_1t3h5sf)
2. [**Overall Description 2**](#_4d34og8)
   1. [Product Perspective 2](#_2s8eyo1)
   2. [Product Functions 2](#_17dp8vu)
   3. [User Classes and Characteristics 2](#_3rdcrjn)
   4. [Operating Environment](#_26in1rg) 3
   5. [Design and Implementation Constraints](#_lnxbz9) 3
   6. [User Documentation](#_35nkun2) 3
   7. [Assumptions and Dependencies](#_1ksv4uv) 4
3. [**External Interface Requirements**](#_44sinio) **4**
   1. [User Interfaces](#_2jxsxqh) 4
   2. [Hardware Interfaces](#_z337ya) 4
   3. [Software Interfaces](#_3j2qqm3) 4
   4. [Communications Interfaces](#_1y810tw) 4
4. [**System Features**](#_4i7ojhp) **5**
   1. [System Feature 1](#_2xcytpi) 5
   2. [System Feature 2 (and so on)](#_1ci93xb) 5
5. [**Other Nonfunctional Requirements 4**](#_3whwml4)
   1. [Performance Requirements 4](#_2bn6wsx)
   2. [Safety Requirements 5](#_qsh70q)
   3. [Security Requirements 5](#_3as4poj)
   4. [Software Quality Attributes 5](#_1pxezwc)
   5. [Business Rules 5](#_49x2ik5)
6. [**Other Requirements 5**](#_2p2csry)

[**Appendix A: Glossary 5**](#_147n2zr)

[**Appendix B: Analysis Models 5**](#_3o7alnk)

[**Appendix C: To Be Determined List 6**](#_23ckvvd)

# Revision History

| **Name** | **Date** | **Reason For Changes** | **Version** |
| --- | --- | --- | --- |
|  |  |  |  |

|  |  |  |  |
| --- | --- | --- | --- |

# Introduction

## Purpose

## Document Conventions

The purpose of the Software Requirements Specification (SRS) for the Hostel Management System is to provide a detailed overview of the system requirements for managing student records through an online portal. The system aims to simplify administrative tasks and improve communication between the warden and students, resulting in a more efficient and effective hostel management system.

## Intended Audience and Reading Suggestions

The Software Requirements Specification (SRS) for the Hostel Management System is intended for the course instructor, instructor's assistant, and students enrolled in the course. It provides a comprehensive overview of the project's requirements, features, and functionalities, serving as a roadmap for the development team. The course instructor and assistant can use the SRS to monitor the progress of the project and provide feedback, while the students can use it to gain insight into software requirements specifications and develop their own software projects.

## Product Scope

This system can be used by students to enhance their knowledge about how management systems work in practical life . Also, it can be used by the actual hostel owners to design and perform their management using our system

## References

No references taken specifically, just used a few YouTube video tutorials to understand a few things

# Overall Description

## Product Perspective

The Hostel Management System is a standalone system designed to simplify the management of student records in a hostel. It provides an online portal for the warden and students to access and manage relevant information, such as fee payment status, complaints, maintenance requests, and other necessary data. The system operates on a web-based platform, using a centralized database to store and manage information. It interfaces with existing systems, such as payment gateways, to provide a seamless user experience. The Hostel Management System is developed with a modular and scalable approach, enabling future enhancements and updates to be easily implemented.

## Product Functions

The major functions of the Hostel Management System are as follows:

For the Warden:

- Add and remove students from the hostel

- Manage student records, including their personal information and room assignments

- View complaints submitted by students and take necessary actions to resolve them

- Check rent payment status and issue reminders to students if necessary

- Manage hostel facilities, including adding and removing facilities

For the Students:

- Pay rent using Stripe Pay API

- Submit complaints regarding hostel facilities or services

- View their personal information and room assignments

## User Classes and Characteristics

The Hostel Management System is designed to be used by two primary user classes: the warden and the students.

The warden is the primary administrator of the system and is responsible for managing the overall operation of the hostel. The warden will have privileged access to all aspects of the system and will be able to add and remove students from the hostel, manage student records, view complaints, and manage hostel facilities.

The students are the primary users of the system and will use the online portal to pay rent, submit complaints, and view their personal information and room assignments. The students will have limited access to the system and will not have access to the administrative functions of the system.

It is important to distinguish between the two user classes, as certain requirements may pertain only to certain user classes. For example, the warden will need to be able to add and remove students from the hostel, while the students will need to be able to pay rent using the Stripe Pay API.

## Operating Environment

The Hostel Management System is a web-based application that will operate on a variety of hardware platforms, including desktops and laptops. The system will be accessible through a web browser such as Google Chrome, Mozilla Firefox, or Safari once it will be hosted. The system will be hosted on a server that is compatible with a Linux operating system and Apache web server. The system will interact with external systems, such as payment gateway, through APIs to ensure seamless integration.

## Design and Implementation Constraints

There are several design and implementation constraints that developers of the Hostel Management System must consider. These include:

- Technology constraints: The system must be built using web-based technologies and hosted on a server that supports a Linux operating system and Apache web server. Additionally, the system must integrate with external systems, such as payment gateways and email systems, through APIs.

- Time constraints: The system must be completed within a specified timeframe, which may limit the available options for the developers.

- Security considerations: The system will store sensitive information about students, such as personal information and payment details, and must therefore incorporate robust security measures to ensure the protection of this data.

- Regulatory policies: The system must comply with relevant regulatory policies, such as data protection and privacy laws, which may limit the available options for the developers.

- Maintenance and support considerations: The system must be designed and implemented with maintenance and support in mind, as the customer's organization will be responsible for maintaining the delivered software. This may include adherence to specific design conventions and programming standards.

## User Documentation

The Hostel Management System will be accompanied by user documentation components, including user manuals and on-line help. The user manuals will be available in PDF format and will provide detailed instructions for using the system's features and functions. The on-line help will be integrated into the system and will provide contextual help for specific tasks and actions. No specific delivery standards or formats have been identified at this time.

## Assumptions and Dependencies

The following assumptions and dependencies have been identified for the Hostel Management System:

- The system assumes that the users have access to a stable internet connection and a compatible web browser.

- The system assumes that the payment gateway API and email system API will remain functional and compatible with the system.

- The development of the system is dependent on the availability of developers with the necessary skills and experience to build and maintain a web-based system.

- The system may be dependent on the availability and compatibility of third-party or commercial components, such as software libraries or frameworks, which could affect the system's development and functionality.

- The system may be impacted by changes to regulatory policies or other external factors that could affect the system's development and functionality.

# External Interface Requirements

## User Interfaces

The Hostel Management System will have two main user interfaces: one for the warden and one for the students. The user interfaces will be designed to be intuitive and easy to use, with clear navigation and access to all necessary functions and features. The specific design details of the user interfaces will be documented in a separate user interface specification.

## Hardware Interfaces

The Hostel Management System will be a web-based application and will not have any direct hardware interfaces. The system will be accessed through a web browser on a variety of devices, including desktop and laptop computers. The system will be designed to be compatible with a range of web browsers and operating systems.

## Software Interfaces

The Hostel Management System will require a database management system (DBMS) to store and manage data. The system will also require a web server to host the application and serve pages to users. The application will be developed using web technologies such as HTML, CSS, Bootstrap and JavaScript, and will communicate with the database using a server-side programming language using PHP.

# System Features

<This template illustrates organizing the functional requirements for the product by system features, the major services provided by the product. You may prefer to organize this section by use case, mode of operation, user class, object class, functional hierarchy, or combinations of these, whatever makes the most logical sense for your product.>

## System Feature 1

<Don’t really say “System Feature 1.” State the feature name in just a few words.>

### Description and Priority

<Provide a short description of the feature and indicate whether it is of High, Medium, or Low priority. You could also include specific priority component ratings, such as benefit, penalty, cost, and risk (each rated on a relative scale from a low of 1 to a high of 9).>

### Stimulus/Response Sequences

<List the sequences of user actions and system responses that stimulate the behavior defined for this feature. These will correspond to the dialog elements associated with use cases.>

### Functional Requirements

<Itemize the detailed functional requirements associated with this feature. These are the software capabilities that must be present in order for the user to carry out the services provided by the feature, or to execute the use case. Include how the product should respond to anticipated error conditions or invalid inputs. Requirements should be concise, complete, unambiguous, verifiable, and necessary. Use “TBD” as a placeholder to indicate when necessary information is not yet available.>

<Each requirement should be uniquely identified with a sequence number or a meaningful tag of some kind.>

### REQ-1:

### REQ-2:

## System Feature 2 (and so on)

# Other Nonfunctional Requirements

## Performance Requirements

The system requires concurrency to manage both the requests of the student and the warden. In the system.

## Safety Requirements

As it’s a public hostel, the system requires us to ensure the safety of the users’ data in our database. There should be complete confidentiality and no data leaks are affordable.

## Security Requirements

As it’s a public hostel, the system requires us to ensure the safety of the users’ data in our database. There should be complete confidentiality and no data leaks are affordable.

## Software Quality Attributes

For the Hostel Management System, the following quality attributes will be important:

- Usability: The system should be easy to use and intuitive for both wardens and students. The user interface should be consistent and conform to established design guidelines.

- Reliability: The system should be reliable, with minimal downtime or errors that could affect the functioning of the hostel.

- Maintainability: The system should be easily maintainable, with well-organized code and clear documentation.

- Security: The system should be secure, with appropriate measures in place to protect the privacy and confidentiality of student data.

## Business Rules

Only registered users can book rooms in the hostel management system.

# Other Requirements

# Appendix B: Analysis Models